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ABSTRACT
In this paper we present a design tool for automatic synthesis of Verilog behavioral description of an asynchronous circuit into delay insensitive pre-synthesized library modules, using syntax directed techniques. Our design tool can also generate appropriate output to support implementing the circuit on ASICs and LUT-based FPGAs consequently rapid prototyping of the asynchronous circuit becomes readily available using the proposed tool.
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1. INTRODUCTION
Asynchronous circuits are becoming popular as the size and complexity of integrated circuits increase. This flourishing popularity mostly is due to their potential ability to meet the requirements of large and complex systems. It has been proven that asynchronous systems can offer the following benefits: elimination of the clock distribution problem, modular interconnectivity, lower peak current, lower EMI, and potentially higher performance[2][10].

The major drawback of asynchronous design approach bothering its popularity is the lack of automatic design tools; therefore the development of asynchronous synthesis tools to facilitate the design process becomes a necessity.

Tangram[3], ACK[8], and Balsa[6], represent the attempts to fulfill this urgent requirement. Unfortunately all of these tools use their own non-standard CSP-derived languages and thus have their own shortcomings.

Other asynchronous synthesis tools such as Petrify[5], 3D[11], Minimalist [7] use a mainly STG based specification for describing the behavior of asynchronous circuits. Furthermore, they all focus on the synthesis of asynchronous controllers and can not be used to synthesize a complete circuit including controller and data-path.

Recently, due to their explicit advantages, standard HDLs are targeted to be a proper alternative for CSP-derived or STG based specifications: First, by using standard HDLs, designers don’t have to learn several non-standard languages to perform an asynchronous design. Second, HDLs such as Verilog are capable of describing the circuit at any arbitrary level of abstraction. So a single language can be used in all levels of the design-flow. Finally, there are more supporting tools such as editors and simulators for standard HDLs than are available for other non-standard languages.

Among HDLs, Verilog has some valuable constructs that simplify the description of asynchronous circuits. Granular concurrency and event control statement are good supporting examples. Therefore recently developed asynchronous tools may be found that use Verilog as their description language. For example Pipefitter[4] uses Verilog as its input description format, however it supports only a restricted subset of synthesizable constructs of the standard Verilog; in addition, it is not applicable for large asynchronous circuits in a reasonable amount of time.

In a recently proposed synthesis tool, some extensions to standard Verilog HDL were developed to describe asynchronous circuits[9]. Although, these extensions were completely compatible to standard Verilog simulation tools, in order to use them, detailed knowledge of asynchronous circuits is required for the designer.
In this paper we propose a design tool that translates a behavioral standard Verilog description into an asynchronous circuit consisting of pre-declared and pre-synthesized library modules. Our experimental results show that the proposed design tool takes a reasonable amount of time for synthesis and the quality of the produced circuit is highly comparable with that of other tools in the same category.

The rest of this article is organized as follows:

In section 2 the synthesizable subset of Verilog constructs that is supported by our synthesis tool is described and the constructs which have been utilized to describe asynchronous circuits for the first time are discussed. In section 3 a simple example is presented to illustrate the notation and usage of these newly used Verilog constructs. Our proposed design flow is presented in section 4, and finally concluding remarks are in section 5.

2. The Set of Synthesizable Constructs
To describe a broad class of asynchronous circuits at behavioral level, an adequate subset of Verilog constructs must be considered in the synthesizable set. The following are constructs of the standard Verilog which are currently synthesizable:

- module declaration and instantiations
- channel, register, and parameter declarations
- All type of data manipulation operators
- Initial and always statements
- sequential blocks: begin-end
- concurrent blocks: fork-join
- while and forever statements
- if … else … and case statements
- Event control statements
- wait statements

This subset of synthesizable verilog constructs appears to be adequate to describe a broad class of asynchronous circuits at the behavioral level.

Some of these constructs that are used to describe asynchronous circuits for the first time are discussed in the following subsections:

2.1 Channels
Channels are the main aspect of designing asynchronous circuits. They provide data communications, buffering, and synchronization between different circuit elements.

The abstract concept of channel is needed in each specification language intended to describe asynchronous circuits, so the concept of channels is added to Verilog.

In our scheme, input and output ports of each module are implicitly considered as asynchronous communication channels. In addition it is possible to explicitly indicate register variables inside a module as internal channels. Declared channels are used like registers in the description and there is not any additional restricting rule over channels. The only difference is that registers and channels will be implemented in different manners in the synthesis process.

However, adding the concept of channels may lead to some confusion in Verilog descriptions. Using channels may cause deadlocks. For example reading from and writing to a specific channel in the same sequential block leads to a deadlock. To clarify such ambiguities, our design tool can detect and report simple deadlock conditions in the behavioral description.

Multiple read or write accesses to a particular register or channel inside sequential or concurrent blocks are handled automatically by placing proper modules to share that resource. Our synthesis tool can also place necessary arbiter modules automatically to prevent multiple simultaneous read or write accesses to a shared resource such as a register or a channel.

2.2 Event Control Statements
In behavioral descriptions of synchronous circuits, event control statements are employed as the main construct to describe timing information. It is done by specifying the actions that must be made on the forthcoming edges of a clock signal:

@((posedge CLK) statement;

By extending the concept of event control statements, it is possible to use them in behavioral descriptions of asynchronous circuits and specify actions that must be performed at the handshake events on a communication or synchronization channel:

@((Chan) statement;

The above statement can be interpreted as: “on receiving a request on channel Chan, perform the statement and then complete the handshake on the channel”. In this way, event control statements can also be used to represent handshake enclosure in behavioral description of asynchronous circuits.

Expanding the concept of event control statements for channels requires a simple pre-simulation processing step for making the behavioral simulation of the circuit possible.

The following variations of the event control construct are also helpful:

- @(ChanA, ChanB) statement;
2.3 Wait Statements

Wait statement constructs have been used by some previous asynchronous synthesis tools to specify the behavior of the control sections of the circuit; for example Pipefitter [4] has used them to describe the control part of the circuit in a STG-based manner.

However in our scheme, wait statements are used as a high-level construct which is applicable over data channels to compare their data value with a specified value until the condition is met before performing a statement, for example:

\[
\text{wait (Chan} \geq \text{value)} \text{ statement;}
\]

In this form, the wait statement construct can be used when required to repeat requesting data on a channel until a desired condition is met before performing statement.

We have introduced a module to implement wait-statement constructs. Its schematic, STG diagram, and implementation using LUTs are shown in Figure 1 and Figure 2.

3. Example

To demonstrate the readability and flexibility of the input notation of our proposed synthesis tool and to illustrate the usage of the above discussed constructs, description of a 4-bit loadable decimal up-down counter is shown in Figure 3.

The input port of the counter is a bundle which consists of up-down control, load control, and the 4-bits load data signals. On each handshake at its input channel the counter may load data, count up, or count down according to the state of these control signals.

As stated before input and output ports of the counter are implicitly considered as channels, so the ports In_sigs and count will be treated as channels. To assign a value to an output channel, it must be declared as a register to preserve Verilog standard notation.

Readers who are familiar with Verilog and the abstract concept of channels can understand the meaning of this sample code easily, which shows that our input notation is perfectly reasonable and readable.

This sample description shows that the input notation of the proposed design tool is completely compatible with the notation of standard Verilog HDL.
module updown10 (In_sigs, count);
input [5:0] In_sigs;
  //In_sigs[4] : up/down
  //In_sigs[3:0] : load data
output [3:0] count;
parameter maxcount = 9;
reg [3:0] count;
  //input & output ports are channels
reg [3:0] count_reg;
reg [3:0] tmp;
always @(In_sigs)
begin
  if(In_sigs[5]==1'b1)
    count_reg = In_sigs[3:0];
  else
    begin
      case (In_sigs[4])
        1'b1://down
          fork
            if(count_reg!=1'b0)
              tmp = count_reg - 1;
            else
              tmp = maxcount;
            count = count_reg;
          join
        1'b0://up
          fork
            if(count_reg!=maxcount)
              tmp = count_reg+1;
            else
              count = count_reg;
          join
        endcase
      end //else
    end //else
end // @
endmodule

Figure 3. A 4-bit loadable decimal up-down counter

4. The Design Flow

The design flow for our proposed design tool is shown in Figure 4. As shown in this figure simulation can be done by using standard Verilog simulators at all levels of abstractions. Only is a simple pre-processing step needed to include the concept of channels and extend the event control statements for channels to make the behavioral simulation possible.

Post-synthesis simulation is done by using the standard Verilog output netlist and simulation models of the library modules.

This design tool is planned to support implementation of the circuit on ASICs as well as FPGAs. It supports ASIC Design Flow by generating standard Verilog netlist and can generate a special standard edif netlist to make implementations of asynchronous circuits on LUT-based FPGAs possible; the generated edif output contains the required mapping and timing constraints to enforce that timing assumptions of the asynchronous circuit has been met.

Figure 4. Design Flow

5. Conclusion and Results

It is possible to conceptually describe a broad class of asynchronous circuits using standard Verilog HDL. We only need to extend the standard Verilog by the abstract concept of channels and expanding the meaning of some useful standard Verilog constructs such as event control, and wait-statement constructs for channels.

In the end, it must be noted that by using standard Verilog as the input description language, our design tool is very suitable for synchronous designers who want to experience asynchronous circuit design for the first time without having to spend several months on studying asynchronous design details, as well as specialists who want to design asynchronous circuits and evaluate the resulted circuits rapidly.

The proposed design tool has been used to synthesize some test-bench circuits including a Reed-Solomon decoder and an 8-bit RISC core and the resulted circuits have been functionally verified. The quality of the result is satisfactory but further optimizations are still possible.

As for the future work we are planning to utilize some optimization techniques which can enhance the quality of the generated circuits.
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